**CENG 317 PROJECT REPORT**

In this Project we aimed to do a classical tic-tac-toe game on a three-by-three board, Consider a classical tic-tac-toe game on a three-by-three board, where the winner places three marks in a row, horizontally, vertically or diagonally.

**Describing The Program**

Tic-tac-toe is typically programmed as a state machine. Depending on the current-state and the player's move, the game goes into the next-state. In this example, I use a variable currentState to keep track of the current-state of the game,and define named-constants to denote the various states of the game (PLAYING, DRAW, CROSS\_WON, and NOUGHT\_WON). A method called updateGame() is defined, which will be called after every move to update this currentState,

by checking the status of the game-board.

In this Project we have 2 classes in one class such as DrawCanvas, TicTacToe.

In TicTacToe class we have 2 enum ,a constructor and metdods.

**Metdods are :**

-mouseClicked(): mouse-clicked handler and it return type is void.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

*@Override*

**public void mouseClicked(MouseEvent e) {** // mouse-clicked handler

int mouseX = e.getX();

int mouseY = e.getY();

// Get the row and column clicked

int rowSelected = mouseY / *CELL\_SIZE*;

int colSelected = mouseX / *CELL\_SIZE*;

if (currentState == *GameState*.*PLAYING*) {

if (rowSelected >= 0 && rowSelected < *ROWS* && colSelected >= 0

&& colSelected < *COLS* && board[rowSelected][colSelected] == *Seed*.*EMPTY*) {

board[rowSelected][colSelected] = currentPlayer; // Make a move

updateGame(currentPlayer, rowSelected, colSelected); // update state

// Switch player

currentPlayer = (currentPlayer == *Seed*.*CROSS*) ? *Seed*.*NOUGHT* : *Seed*.*CROSS*;

}

} else { // game over

initGame(); // restart the game

}

// Refresh the drawing canvas

repaint(); // Call-back paintComponent().

}

});

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

-initGame(): Initialize the game-board contents and the status. It doesnt’t take any parameter and return type is void.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**void** **initGame**() {

**for** (**int** **row** = 0; row < ***ROWS***; ++row) {

**for** (**int** **col** = 0; col < ***COLS***; ++col) {

board[row][col] = *Seed*.***EMPTY***; // all cells empty

}

}

currentState = *GameState*.***PLAYING***; // ready to play

currentPlayer = *Seed*.***CROSS***; // cross plays first

}

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

-updateGame(): it takes 3 parameters and return type is void.Update the currentState after the player with "theSeed" has placed on

(rowSelected, colSelected).

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**void** **updateGame**(*Seed* theSeed, **int** rowSelected, **int** colSelected) {

**if** (hasWon(theSeed, rowSelected, colSelected)) { // check for win

currentState = (theSeed == *Seed*.***CROSS***) ? *GameState*.***CROSS\_WON*** : *GameState*.***NOUGHT\_WON***;

} **else** **if** (isDraw()) { // check for draw

currentState = *GameState*.***DRAW***;

}

// Otherwise, no change to current state (still GameState.PLAYING).

}

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

-isDraw(): It doesn’t take any parameter and return type is boolean so it returns true if it is a draw (i.e., no more empty cell)

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**boolean** **isDraw**() {

**for** (**int** **row** = 0; row < ***ROWS***; ++row) {

**for** (**int** **col** = 0; col < ***COLS***; ++col) {

**if** (board[row][col] == *Seed*.***EMPTY***) {

**return** **false**; // an empty cell found, not draw, exit

}

}

}

**return** **true**; // no more empty cell, it's a draw

}

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

-hasWon(): It takes integer parameters such as :Seed theSeed, int rowSelected, int colSelected and it’s return type is boolean and return true if the player with "theSeed" has won after placing at(rowSelected, colSelected).

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**boolean** **hasWon**(*Seed* theSeed, **int** rowSelected, **int** colSelected) {

**return** (board[rowSelected][0] == theSeed // 3-in-the-row

&& board[rowSelected][1] == theSeed

&& board[rowSelected][2] == theSeed

|| board[0][colSelected] == theSeed // 3-in-the-column

&& board[1][colSelected] == theSeed

&& board[2][colSelected] == theSeed

|| rowSelected == colSelected // 3-in-the-diagonal

&& board[0][0] == theSeed

&& board[1][1] == theSeed

&& board[2][2] == theSeed

|| rowSelected + colSelected == 2 // 3-in-the-opposite-diagonal

&& board[0][2] == theSeed

&& board[1][1] == theSeed

&& board[2][0] == theSeed);

}

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

In DrawCanvas class we have a method such as paintComponent which is taken a parameter and it doesn’t return anything.Inner class DrawCanvas (extends JPanel) used for custom graphics drawing.The Main method is in this class as well.

In our main method we call TicTacToe constructor.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**TicTacToe**(**int** playersNum) {

canvas = **new** DrawCanvas(); // Construct a drawing canvas (a JPanel)

canvas.setPreferredSize(**new** Dimension(***CANVAS\_WIDTH***, ***CANVAS\_HEIGHT***));

// The canvas (JPanel) fires a MouseEvent upon mouse-click

canvas.addMouseListener(**new** MouseAdapter() {

…

// Setup the status bar (JLabel) to display status message

statusBar = **new** JLabel(" ");

statusBar.setFont(**new** Font(**Font**.***DIALOG\_INPUT***, **Font**.***BOLD***, 15));

statusBar.setBorder(**BorderFactory**.*createEmptyBorder*(2, 5, 4, 5));

**Container** **cp** = getContentPane();

cp.setLayout(**new** BorderLayout());

cp.add(canvas, **BorderLayout**.***CENTER***);

cp.add(statusBar, **BorderLayout**.***PAGE\_END***); // same as SOUTH

setDefaultCloseOperation(**JFrame**.***EXIT\_ON\_CLOSE***);

pack(); // pack all the components in this JFrame

setTitle("Tic Tac Toe");

setVisible(**true**); // show this JFrame

board = **new** *Seed*[***ROWS***][***COLS***]; // allocate array

initGame(); // initialize the game board contents and game variables

}

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Analysis**

The following table shows the probability of 0 to 9 X cards, and the probability of a tie given that number of Xs. The first column is the number of Xs out of 9. The second column is the probability of the given number of Xs on the card. The third column is the conditional probability of a tie, given the number of Xs for that row. The fourth column is the product of the second and third column. The lower right cell shows the probability of a tie is 6.3735%.

### Tie Probability in Tic Tac Toe

|  |  |  |  |
| --- | --- | --- | --- |
| **NUMBER XS** | **PROBABILITY** | **CONDITIONAL PROBABILITY OF A TIE** | **PRODUCT** |
| 0 | 0.001631 | 0 | 0 |
| 1 | 0.015898 | 0 | 0 |
| 2 | 0.067526 | 0 | 0 |
| 3 | 0.163991 | 0 | 0 |
| 4 | 0.250955 | 0.126984 | 0.031867 |
| 5 | 0.250955 | 0.126984 | 0.031867 |
| 6 | 0.163991 | 0 | 0 |
| 7 | 0.067526 | 0 | 0 |
| 8 | 0.015898 | 0 | 0 |
| 9 | 0.001631 | 0 | 0 |
| Total | 1.000000 |  | 0.063735 |

If there are 4 Xs and 5 Os, then there are [combin](http://wizardofodds.com/gambling/glossary/#combin)(9,4)=126 ways to place the Xs and Os on the board. Of those 126, 16 result in a tie. The image below shows the three tie patterns, and the number of ways each can be rotated or reflected. So the probability of a tie, given 4 or 5 Xs, is 16/126 = 12.70%.

![http://wizardofodds.com/games/images/tictactoe.gif](data:image/gif;base64,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)

Once it can be accepted that the probability of a tie is 6.3735%, the rest is easy. The probability that there is not a tie is 100%-6.3735% = 93.6265%. The probability of X or O winning is each half of that, or 46.8133%.

The following table shows the probability and contribution to the return of each outcome of the X and O bets. The lower right cell shows a house edge of 3.19%.

### X/O Bet Return — Four Decks

|  |  |  |  |
| --- | --- | --- | --- |
| **EVENT** | **PROBABILITY** | **PAYS** | **RETURN** |
| Win | 0.468133 | 1 | 0.468133 |
| Tie | 0.063735 | -0.5 | -0.031867 |
| Loss | 0.468133 | -1 | -0.468133 |
| Total | 1.000000 |  | -0.031867 |

The following table shows the probability and contribution to the return of each outcome of the Tie bet. The lower right cell shows a house edge of 4.40%.

### Tie Bet Return — Four Decks

|  |  |  |  |
| --- | --- | --- | --- |
| **EVENT** | **PROBABILITY** | **PAYS** | **RETURN** |
| Win | 0.063735 | 14 | 0.892286 |
| Loss | 0.936265 | -1 | -0.936265 |
| Total | 1.000000 |  | -0.043980 |